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Abstract 

A gold standard annotated corpus is usually indispensable when developing natural language processing (NLP) 
systems.  Building a high-quality annotated corpus for clinical NLP requires considerable time and domain expertise 
during the annotation process. Existing annotation tools may provide powerful features to cover various needs of text 
annotation tasks, but the target end users tend to be trained annotators. It is challenging for clinical research teams 
to utilize those tools in their projects due to various factors such as the complexity of advanced features and data 
security concerns. To address those challenges, we developed MedTator, a serverless web-based annotation tool with 
an intuitive user-centered interface aiming to provide a lightweight solution for the core tasks in corpus development. 
Moreover, we present three lessons learned from the designing and developing MedTator, which will contribute to 
the research community’s knowledge for future open-source tool development. 

Introduction 

Natural language processing (NLP) has been widely applied in healthcare-related domains for clinical practice and 
research field 1,2. While a high-quality annotated corpus is usually indispensable for developing NLP models, building 
such a corpus requires considerable time and expertise to go through the whole annotation process with a comfortable 
annotation tool3. Consequently, there have been many comprehensive annotation tools developed in the past to 
facilitate the annotation process 3, and they can provide many advanced features to help users reduce the burden of 
annotation in many ways. Most of the tools are open-source that can be obtained freely. 

For example, brat4 is a popular web-based tool with advanced visualization functionalities. PubTator Central integrates 
PubMed to provide many features such as literature search and biological entity identification for biomedical literature. 
ezTag5 supports annotating PubMed abstracts and PubMed Central full-text articles in BioC format with customized 
lexicons. INCEpTION 6 is a general-purpose annotation tool that incorporates weak labels generated from existing 
NLP systems. TeamTat7 provides the collaborative annotation ability to help the researcher to manage a team 
annotation project. MyMiner supports the biomedical document annotation task with pre-defined biological entities 
such as proteins and genes8. LabelStudio9 provides application programming interfaces (APIs) for developers to 
integrate the annotated data with other systems. In addition to the above-mentioned open-source tools, there are also 
a lot of commercial web-based tools, such as prodigy, tagtog, LightTag, etc. Those tools can provide more advanced 
features such as multi-media data annotation, assistance based on machine learning, online team collaboration, etc.  

However, while existing tools provide many powerful features, it is still challenging for research teams to leverage 
them in their own research task due to three main factors. First, while existing tools bring many advanced corpus 
annotation features, annotators must spend extra effort to learn, evaluate, and apply those features to their own tasks. 
Secondly, existing web-based tools often need a correctly configured web server environment as one of the 
prerequisites, which requires extra technical support. Finally, and most importantly, due to patient privacy concerns, 
clinical documents containing protected health information (PHI) cannot be sent to external servers, and users usually 
can only annotate the documents in a restricted environment (e.g., no internet and no permission of tool installation). 
As a result, the ability to run in a restricted machine is required for an annotation tool to be adopted in clinical settings. 

To address these challenges, we developed MedTator10, a serverless web-based annotation tool aiming to provide an 
intuitive and interactive user interface that focuses on the core steps of corpus annotation. More importantly, there are 
three lessons we learned during the development and maintenance, which are about the needs of users, the non-
functional requirements, and the community participants. These lessons we learned are applicable to a range of similar 
tools and thus benefit the clinical research community. 

We have released the source code on GitHub under the Apache 2.0 license: https://github.com/OHNLP/MedTator. 
The documentation, such as the user manual and sample annotations can be found in the MedTator wiki in the same 
GitHub repository. In addition, a public online demo of MedTator is also available with several sample datasets at 
https://ohnlp.github.io/MedTator. 



  

System Design 

Motivation, methods, and system features 
Clinical document annotation was always demanding in our past clinical NLP research projects, and one of the most 
valuable assets of these projects is the annotated corpus. To fully utilize those annotated corpora, a tool is needed to 
explore the documents and the annotated tags for corpus analysis. Therefore, MedTator was initially developed as a 
web-based visualization tool for exploring the annotated corpus.  

Over time, additional new features such as revising annotated tags, tag statistics, and loading customized schema, 
were added to meet the needs of different projects. The newly added features were welcomed by researchers, which 
suggests that MedTator can be further improved into a text annotation tool. Then, we began the design process to 
shape the functional requirements and non-functional requirements for MedTator as follows.  

Firstly, we collected and installed popular annotation tools from literature reviews to understand the workflow and 
user experience of existing tools to form initial design ideas.  

Secondly, we invited researchers who have extensive experience in NLP and clinical research as domain experts and 
interviewed them to assess our initial ideas and the prototype. With their suggestions, we summarized the goal of 
MedTator as “a lightweight, easy-to-use text annotation tool” and the core value is simplicity, which guides the design 
decisions in the development process.  

We iterated through weekly design and development cycles to discuss the latest progress and gather feedback from 
our domain experts and early users. Each cycle began with a prototype demonstration of the latest features developed 
(e.g., new functionalities or visual designs), and the latest prototype will be uploaded to our internal server to be tested 
by domain experts and users. The comments on the prototype will be collected to form new functional and non-
functional requirements. Those new requirements were evaluated by our domain experts to decide whether to be 
included in the development plan or not. In addition, we also held training sessions and development meetings with 
annotators and researchers to review the features and issues as needed. Their comments were also utilized in the design 
and development. To manage the workload and roadmap, we used GitHub Project and Microsoft Teams to track the 
design and development tasks.  

After about 3-4 months of iterative design and development cycles, the prototype was upgraded to a fully functional 
annotation tool with the following core features implemented to meet the functional requirements: 

• Text annotation: this is the core task in the whole annotation process. MedTator provides core functionalities 
to meet the needs of this task, such as annotated file parsing and saving; text span annotation at levels of 
characters, words, sentences, and documents; semantic relationship annotation between multiple text spans; 
multiple document annotation; and customizable annotation schema for various tasks. 

• Annotation statistics: the statistics on annotated tags are demanded by researchers. MedTator supports 
statistics on the annotated corpus from multiple aspects, which can be used in all stages of the annotation 
process to understand the annotated corpus. For example, at the initial stage of the annotation guideline 
development, the overall statistical results on the small size sample corpus can be used to revise the schema 
and guideline; during the iterative annotation, the results can be useful for tracking the annotation process; 
and in the final evaluation stage, the results can help to evaluate the annotation quality.  

• Adjudication: to resolve the inconsistencies among annotations from different annotators, MedTator 
supports adjudication on multiple annotation versions to help researchers to create the gold standard corpus. 
For example, the measurement of the inter-annotator agreement (IAA) is needed to help researchers estimate 
the overall annotation quality. Moreover, the agreements among multiple annotation versions need to be 
measured from multiple levels (e.g., overall agreement, concept level, document level, tag level, attribute 
level, etc.) to help researchers locate and investigate the disagreements. 

• Annotation export: MedTator supports the conversion of the annotated corpus to different formats. The 
annotated corpus itself is usually not the final goal of our research projects but for the corpus analysis and 
system development. According to our previous experience in clinical research, the annotated corpus can be 
used in many ways, including but not limited to: corpus analysis to understand the cohort11, knowledge 
discovery 12, training machine learning or deep learning models13, and building NLP systems 14, etc. 
Therefore, multiple formats, such as CSV, BioC 15, and MedTagger rulesets 16, are supported by MedTator 
for various downstream tasks or other software. 



  

In addition to the above features for the functional requirements, we summarized the non-functional requirements, 
such as data security, maintainability, and easy-to-install. To meet these requirements, we adopted a serverless 
architecture to design MedTator. The details are described in the following sections. 

Serverless architecture 
Based on the above-mentioned requirements and our expertise in software engineering, we adopted a serverless 
architecture to design MedTator. Serverless is an emerging application design that removes much of the need for a 
traditional always-on server and incorporates third-party services17. Using this design, MedTator works like a single-
page application, which is assembled as one HTML file with several external JavaScript libraries. Users can access it 
from any web server through HTTPs protocol or locally run it as a standalone program. 

As shown in Figure 1, both the user interface and core modules of MedTator are implemented as a single-page web 
application within a web browser environment based on pure frontend web techniques, including JavaScript, HTML5, 
web APIs, and many JavaScript libraries such as Vue.js, D3.js, and CodeMirror. The user interface contains 
customized visualization and interactivity designs that collect user input and present the processed data. The core 
modules support the core functionalities described in the previous section. The data exchange between the user 
interface and the core modules is completely restricted to the user’s local web browser, and all information of the 
annotated corpus is saved in the user’s local storage to avoid any leakage of PHI.  

As a serverless tool, this architecture allows users to use the tool without managing servers. The whole tool is packaged 
into a single HTML file, which can be accessed in three ways: 1) as a public webpage served by GitHub Pages or any 
other public server with the third-party libraries provided by public content delivery network (CDN) (Figure 1A); 2) 
as an internal webpage served by a HTTPs server on intranet website with cached third-party libraries (Figure 1B); 
and 3) as a static webpage that can be opened by local web browser directly (Figure 1C). All the dependent third-party 
libraries can be loaded through local disk, and all the traffics of the network can be monitored in the web browser 
console to ensure data security. 

The serverless architecture brings the following advantages to MedTator. First, there is no need to manage a server to 
host the tool and install any programming runtime environment at all, such as Java, Python, or Node.js on the user’s 
local machine. Secondly, end users can easily access the program in a secure way. Last and most important, no bit of 
data would be sent out from the user’s local machine which is usually behind firewall to address security concerns. 

 
Figure 1. The MedTator architecture based on a serverless design. MedTator can be accessed as a web page from 
(A) public internet using GitHub pages or other public server, or (B) any static HTTPs server in the intranet. (C) It 
can also run as a standalone program locally without any network access. All functionalities are implemented based 
on web frontend techniques within the web browser environment. MedTator can only access local storage for read / 
write annotated corpus without sending / receiving out any data outside of local machine. 



  

User interface design 
As shown in Figure 2, for the four core tasks identified in the annotation process, we designed four tabs to support the 
activities needed for each task. All four tabs follow the same design style and layout, which splits the interface into 
three parts, the top bar, ribbon menu, and workspace panel, from top to bottom, respectively (large figures and online 
demo can be found at our GitHub repo https://github.com/OHNLP/MedTator). Users can switch different tabs in the 
top bar, then the ribbon menu will be updated to show the related functionalities, and the workspace panel will be 
updated to show specific panels for the corresponding task. The details of each tab are as follows: 

Annotation tab. This tab allows the user to annotate multiple documents according to a schema through four 
coordinated views (Figure 2A), including the file list view, tagging view, concept list view, and tag list view. The 
tagging view is the main interface for annotation, which allows users to add or delete tags on the selected document. 
At present, MedTator supports three types of text annotation in this tab: 1) span-based entity annotation, 2) entity-
based relation annotation, and 3) document-level annotation. To reduce the repetitive workload, MedTator can 
optionally show hints on potential words of interest based on real-time statistics of the annotated tags. It takes a simple 
one-click on the hint box to automatically add a new tag or accept all hints as to new tags. In addition, the real-time 
statistical results will also be displayed on the file list view and concept list view for tracking annotation progress. 

Adjudication tab. This tab allows users to compare annotations of two annotators to create a gold-standard corpus 
(Figure 2B). F1-score is used for IAA calculation to assess the reliability of annotations18, and the detailed results are 
visualized at different levels for interactive exploration, which can be downloaded for further analysis. In addition, 
users could accept or reject each annotator’s annotation to generate the gold-standard corpus for further tasks. 

Statistics tab. The detailed information of the real-time statistics on the annotated tags is shown in this tab, allowing 
users to analyze both the overall status and the annotated tags from concept and document aspects (Figure 2C). Users 
can also trace back to the source document of each annotated tag in the annotation tab through hyperlinks. 

Export tab. This tab allows users to convert the annotations to different formats for downstream tasks (Figure 2D). 
For example, the annotated tags and context sentences can be converted to a ruleset to build a rule-based system based 
on open-source tools (e.g., MedTagger16 and spaCy), an inside-outside-beginning format file for training models for 
named-entity recognition, a tabular format file, or a BioC format15 file for other NLP tasks. 

 
Figure 2. Screenshots of the four tabs in MedTator, including (A) the annotation tab showing multiple documents, 
visualized tags, and annotated tag list with details; (B) the adjudication tab showing the inter-annotator agreement in 
different levels with detailed tag context from two annotators; (C) the statistics tab showing the overall status, and 
detailed annotated tags of each concept; and (D) the export tab for converting the annotations in different formats. 



  

Lessons learnt  

During the process of design and development of MedTator, we have learnt several lessons. Those lessons would help 
the design and development of informatics solutions.   

Lesson 1: Apply a user-centered design approach to meet the needs of various users 

Our previous studies analyzed the activities in the annotation process and summarized the best practices11,19. To go 
through those activities and build a high-quality corpus, considerable time and expertise of the annotators are 
necessary. However, annotators are not the only stakeholder in the whole annotation process. In addition to annotators, 
we found that researchers and administrators are also involved in the annotation process with different goals and needs. 
Therefore, rather than developing a huge “all-in-one” platform to cover all activities for every stakeholder, developing 
a lightweight tool that focuses on the core activities is more feasible.  

As a result, MedTator was designed to address the four core activities: text annotation, statistics, adjudication, and 
annotation export. For these four activities, a multidiscipline team with various skillsets is usually needed to meet the 
requirements of each activity, and their user requirements for the tool are also different. 

The power user: researchers 
Researchers are deeply involved in each task of entire corpus development and thus have a strong demand for an 
annotation tool to accelerate the whole process. They have advanced skills in informatics and rich experience in 
applying NLP in clinical studies. They make the decisions for each task to meet the research needs, as well as what 
tool to use for annotation. As a result, researchers of our team were the initial users since the early beginning of the 
development. We interviewed them and other researchers from the community to understand the needs in corpus 
annotation and the gap between those needs and existing tools as described in the System Design section.  

In addition to the functional requirements which have been addressed in the core features, the following findings are 
also considered to inspire the tool design. First, project needs vary. We find that most of the needs in annotation 
projects are similar, but each project has a few special needs to meet its own research goals, such as ontology mapping 
or normalization. Those special needs can be addressed by developing new features, but since the goal of MedTator 
is a lightweight annotation tool, we need to evaluate whether the new feature can be applied to other projects and how 
it affects the user experience. Secondly, the resource is limited. Resources, such as computation infrastructure, budget, 
workforce, time, etc., seem to be always highly demanded but limited for every project. Therefore, when designing 
MedTator, we aim to offer a lightweight solution built upon public services (e.g., public web server and open-source 
libraries, etc.) to save the cost for both the team and users.  

The end users: annotators 
Annotators are the direct end user of an annotation tool. Unlike those annotation tasks of public corpora such as Twitter 
posts and news reports, the growing length of the clinical documents and the complexity of the contextual knowledge 
pose challenges to the annotators. Therefore, clinical document annotation heavily depends on experienced annotators 
with rich expertise in specific domains. They spend considerable efforts on the annotation tasks with the annotation 
tool; thus, any improvement on the user interface can thus have a significant impact on their experience and work 
efficiency.  

According to the feedback from the annotators of our team and the community, we found that ease of use seems to be 
the only need for the annotation tool. Especially in the clinical corpus annotation, the annotators with clinical domain 
knowledge usually are not trained as technical experts. They stated that the annotation tasks would be challenging and 
very stressful if the tool was hard to use. Therefore, it is necessary to put them in the design cycles and take their 
comments into the design considerations for an easy-to-use user interface.  

However, the ease of use is not just about the user interface or the usability of the annotation tool. In fact, it involves 
many aspects throughout the annotation process. For example, when new annotators join a project, they may not have 
any experience in the annotation tool and the corpus development. The first impression of the ease of use comes from 
the learning materials, which we provided in the training sessions, for helping them learn the basic operations. We 
prepared several types of user documentation for different purposes, such as a quick start to get a basic understanding 
of what annotation is, tutorial, and technical specifications. During the annotation, annotators may encounter various 
issues, such as program bugs, document management, version upgrade, questions about the tool, etc. These issues 
need to be quickly addressed and explained to annotators to help them. Therefore, we held training sessions, online 
forum, and email groups to collect feedback and discuss solutions. 



  

The invisible users: system administrators 
Because of the critical concerns of the sensitive PHI data in clinical research projects, system administrators are often 
involved in handling the management of computation environments and data access permissions. During the design 
and development cycles, we received comments from domain experts and community users about the server 
requirements and tool installation with the concerns of data privacy, security, and server permissions. Those comments 
indicated that the needs of system administrators should also be taken into consideration for tool development, 
especially in the clinical setting. 

Unlike researchers and annotators, administrators usually won’t directly use the functional features of the annotation 
tool, such as text annotation and adjudication, but they need to figure out how to install and maintain the tool for 
researchers and annotators. They thus need to have the specifications of the technical requirements, such as installation 
manual, runtime requirements, database access, and tool configurations. Moreover, they need to address the data 
security concerns and the system permissions requirements (e.g., machine, network, software installation, data access, 
etc.) with the IT department. Therefore, we adopted the serverless architecture to design MedTator to ease the burdens 
of tool installation on administrators and other users. 

Lesson 2: Non-functional requirements are critical for adoption  

As described in the previous section, in addition to the functional requirements, non-functional requirements, such as 
easy to install, easy to use, documentation, and data security, are frequently mentioned in users’ comments. We found 
that those non-functional requirements can form the basis of user experience and the evaluation of the tool, which are 
critical for the tool adoption decision. The main non-functional requirements we learned are summarized as follows: 

Ease of installation as the first positive impression 
The comments from the domain experts and administrators indicate that the first barrier to using an annotation tool is 
often its installation. We investigated existing tools and found that the tool installation also depends on the tool 
architecture, which determines how the frontend (i.e., the user interface that collects user inputs) and the backend (i.e., 
the core modules that handle the data processing and calculation) communicate and how the data are saved. Therefore, 
we plan to address this ease of installation from the perspective of system architecture. 

Existing tools’ architectures can be divided into standalone tools and web-based tools. For those standalone tools, both 
the user interface and the core modules run on the user’s machine (Figure 3A), and users need to install a runtime 
(e.g., Java or Python) to use the tool. However, the versions of the runtime and libraries are often confusing and 
sometimes even conflict with the existing environment in the user’s machine. Managing multiple versions of the 
runtimes and avoiding conflict of those runtimes are not easy, even for experienced users. It can be more difficult for 
non-technical users to solve those installation issues on their own.  

 
Figure 3.  The architecture differences among MedTator and existing annotation tools. (A) The architecture of 
standalone annotation tool that requires local runtime environment and won’t send out data. (B) The architecture of 
typical web-based annotation tool that requires server runtime environment, and the data need to be sent out to server 
for processing and storage. (C) The serverless architecture of MedTator that doesn’t require any installation of runtime 
and won’t send out any annotation data to outside just like a standalone tool. 



  

For those web-based tools, the user interface (i.e., webpages) runs in the web browser, while the core modules run on 
the server (Figure 3B). It is much easier for the annotators as they do not need to install the runtime, but it will be 
more complex for administrators due to the server-side installation.  

Therefore, to address the installation issue, we adopted a serverless architecture to design MedTator as introduced in 
the System Design section. As shown in Figure 3C, both the frontend and the backend run in the web browser; 
therefore, they do not require any extra installation of a runtime environment on a local machine or server. 
Consequently, the installation of MedTator is as simple as unzipping a downloaded zip package without any further 
steps. Users can just double-click the HTML file or visit the public web page to start annotation.  

Usability 
The usability of the annotation tool directly impacts on the user experience, which may affect the workload and 
efficiency of annotators. Therefore, the usability of MedTator is always considered when we are developing any 
feature and making design decisions. We adopted core human-computer interaction (HCI) design principles to guide 
the tool design according to the comments on existing annotation tools by our domain experts and experienced 
annotators. The core HCI design principles are as follows: 

Reducing cognitive load: the cognitive load imposed by the user interface is the amount of mental resources that is 
required to perform a certain task with the user interface20. And the cognitive overload may be more likely to happen 
during annotation of the clinical documents because of the large number of clinical narratives and complex annotation 
guidelines. It is thus challenging for annotators to handle the annotation task comfortably without an easy-to-use 
annotation tool. We aim to apply this design principle in designing interfaces that decrease extraneous cognitive load 
so annotator’s efforts can be devoted to the actual annotation tasks rather than other distracting tasks. For example, 
we decided to only include the core four features (e.g., text annotation, statistics, export, and adjudication) related to 
corpus annotation in MedTator to reduce the extra burdens on users of learning complex features. And for each feature 
included, we designed separated tabs to show the necessary information related to the annotation task with the same 
design language. Each tab only provides those necessary functionalities on one single webpage. 

Low physical effort: users need to conduct several interaction steps to accomplish a task, and the tool should not 
involve making “unnecessary” interventions by the user. To minimize the number of steps in each task, we studied 
the existing workflow and optimized the interactive process for each task. Then, we use this design principle to guide 
the interactive design of specific operations. And sometimes, the first principle can also be applied together with the 
second principle to reduce the unnecessary interactions by reducing unnecessary cognitive load. For instance, new 
tags can be added by clicking shortcut key which is displayed with the tag name; when hovering any annotated tag, 
the detailed attributes will be displayed next to the hovered tag; the statistical results of the annotated tags are updated 
in real-time, so that users can track the annotation progress easily. 

Flexibility in use: the tool should provide various functionalities to support different project preferences. Therefore, 
we designed and developed many features, including text span annotation at levels of characters, words, sentences, 
and documents; relationship annotation between multiple text spans for building semantic relationships; tag 
visualization; multiple document annotation; and customizable annotation schema for various tasks, etc. This design 
principle sometimes conflicts with the first principle, so we kept both principles in mind and tried to balance both of 
them when making design decisions. For example, according to the feedback on our prototypes, some users comment 
that the automatically generated annotation tags are useful because it helps the identification of all potential tags, while 
some users comment that these tags may lead to bias and confusion. From the perspective of the third principle, adding 
the automatic tag feature could be useful, but it also may sometimes confuse users from the perspective of the first 
principle. To balance the needs for this feature, we designed a group of radio buttons, which can turn on or off this 
feature in one click and update the tag visualization in real-time. 

Documentation 
As described in lesson 1, documentation is highly demanded by all users, but the creation and maintenance of 
documentation are often challenging for the team due to the massive workload of writing. To partially ease the 
workload, we summarized the comments from domain experts and our experience as follows. 

First, identify the types of documentation and prioritize the most needed documents. A common consensus is that the 
documentation has great practical benefits in software development21, and there are different types of documentation 
that have different usage at different stage22. For example, technical documentation such as code comments, design 
principles, and API references, are only helpful for developers in programming and maintenance. In contrast, user 
documentation can be helpful to a broader range of readers. With the limited resources, focusing on the user 



  

documentation rather than the technical documentation can be a feasible way to reduce the burden of writing. In our 
case, we paid more attention to the quick start, user manual, and annotation task-related documents, whose target 
readers are annotators, researchers, and system administrators. 

Secondly, user documentation should be designed to accommodate different users for different needs. For example, 
when we introduce MedTator to other researchers and annotators, they usually ask for some “learning materials” for 
different learning goals. Some users want to check the features of interest, such as what annotation schemas are 
supported and how to use the annotation file for their downstream tasks, meanwhile some users prefer a short 
document that goes through the basic annotation process. In response, we prepared different types of user 
documentation: a quick start with a step-by-step tutorial for showing the basic workflow and necessary features for 
corpus development; a well-structured instruction manual that focuses on explaining the detailed usage of all 
functionalities; and several annotated datasets for demonstrating different annotation tasks. 

Lastly, keep the documentation up to date. When features and functionalities are introduced or updated in new releases, 
the affected sections in the document should be updated to avoid confusing users. We are using the GitHub wiki to 
organize all user documentation, and everyone in our team can contribute to the content. 

Lesson 3: Community participation makes it thrive 

During the development, we introduced MedTator to the American Medical Informatics Association (AMIA), Open 
Health Natural Language Processing (OHNLP), and National COVID Cohort Collaborative (N3C) communities 
through workshops, online meetings, and training sessions. The valuable feedback from various groups convinced us 
that community participation is the key to making an open-source tool thrive. 

First, MedTator benefits through, and because of, community collaboration. Software development involves research, 
design, thinking, testing documentation as well as communication with end-users. As an open-source project initiated 
by a small team, our limited resources have to be allocated to the most needed development tasks, such as architecture 
design and code-writing of main features. Then, the rest tasks, such as testing, training, and documentation, are 
supported by our collaborators from the community. They tested MedTator in their corpora and reported issues, which 
greatly improved the quality of MedTator. 

Secondly, there are many different user groups in communities, such as students, computer science researchers, 
clinicians, informaticians, software developers, NLP experts from the industry, etc. They commented MedTator from 
many aspects, such as user experience, user interface design, visualization and interactivity, system architecture, 
annotation schema design, annotation workflow, deployment, platform dependency, integration with other tools, data 
format, metadata extension, and annotation file management, etc. Although our goals and limited resources do not 
allow us to include all these valuable suggestions in the design and development plan, their insights help us dive into 
the practical needs of various users and inspire future development. 

Discussion 

Comparison with other annotation tools 
Many text annotation tools have been developed to help users improve their annotation efficiency by providing many 
advanced features, such as pre-annotation and online collaboration, which are not available in MedTator. However, 
in terms of prerequisites for installation, MedTator shows a significant advantage.  

Table 1. Open-source annotation tools and their prerequisites for installation on a server. 

Tool Source Code Prerequisites for server installation on server 
BioQRator https://github.com/dongseop/bioqrator MacOS or Linux; Ruby, Ruby on Rails, MySQL 
brat https://github.com/nlplab/brat  Linux; Apache 2, GeniaSS, Python 2.5 
Catma https://github.com/forTEXT/catma  Java, Maven, Jetty  
Djangology https://sourceforge.net/projects/djangology/ Python, Django, database server 
ezTag https://github.com/ncbi-nlp/ezTag Ruby, Ruby on Rails, MySQL 
FLAT https://github.com/proycon/flat Apache / Nginx, Python, foliadocserve, pynlpl, Django 
MAT http://mat-annotation.sourceforge.net/ Python, Java 
PDFAnno https://github.com/paperai/pdfanno Node.js 
TextAE https://github.com/pubannotation/textae Node.js 
WAT-SL https://github.com/webis-de/wat Java, Docker 
WebAnno https://webanno.github.io/webanno/ Java, Apache Tomcat, MySQL 

* Commercial tools (prodigy, tagtog, LightTag) and close-source tool (MyMiner) are excluded due to source code unavailability 



  

In the latest review of annotation tools 3, only 15 out of 78 tools were selected for further evaluation, as other tools 
were excluded because they were either not installable or not workable. We further searched and summarized their 
prerequisites for installation on the server of those tools. As listed in Table 1, before the installation of those annotation 
tools, some specific software and libraries must be prepared, which usually requires: 

• A stable server. A dedicated machine with a stable network connection is usually needed to host the server-
side program, such as a physical computer or a virtual machine. 

• Technical expertise. The installation, configuration, and maintenance of the server environment often 
require a series of technical expertise, such as the management of Linux server, network and firewall, virtual 
environment of programming language runtime, and databases administration.  

• Permissions. Unlike annotating the public corpora (e.g., Wikipedia and PubMed metadata), the data privacy 
and security of clinical documents are critical concerns for clinical institutions. Administrators need to 
communicate with the IT department to get permissions such as software installation and network access. 

By adopting the serverless architecture, MedTator can save the cost on the above items for researchers. The whole 
program is packaged into one HTML file, which can run locally or be served as a webpage through public web servers. 
Therefore, users do not need to configure any server and request extra permissions for using MedTator. 

Usage scenarios 
When a specific annotation tool is selected for a project, it usually would not be replaced during the annotation process 
to ensure consistent data quality and annotation experience. Therefore, the decision on the annotation tool should be 
made carefully based on project needs and tool features. We have been using MedTator in several annotation projects 
and we proposed a guideline of annotation best practice that aims to streamline the whole clinical document annotation 
process 19. According to our experience and comments from community users, we think the features provided by 
MedTator can help to meet the needs in the following scenarios: 

• Restricted environment. Due to privacy and data security concerns, if the annotation has to be conducted 
in a specific local machine or secured network with limited permissions of changing environment, MedTator 
can provide a lightweight annotation solution and address those concerns. 

• Prototype validation. If researchers plan to implement an NLP system based on an annotated corpus, 
MedTator provides a quick start to validate the workflow of the prototype without extra costs.  

• Education. If educators plan to teach students about clinical NLP, MedTator can be used as it does not 
require any user registration, installation, or server/client configuration. All the inputs are just plain text files 
that are easy to manage and distribute. And the tutorial and manuals are also provided for users to follow. 

Limitations 
While having the above advantages, MedTator still has some shortcomings: First, unlike Java and Python, there are 
fewer JavaScript libraries for scientific purposes, so advanced techniques such as machine learning models, knowledge 
graphs, and NLP toolkits, are not able to be integrated easily to provide more features such as active learning 6. 
Secondly, due to the use of HTML5 APIs in the web browser, MedTator only supports specific modern web browsers. 
Lastly, the current user interface design is highly rated by our users, and it works well for annotating hundreds of 
documents, but a formal usability test and load test need to be conducted to evaluate the performance.  

Conclusion 

To facilitate the corpus development in clinical research, we developed a serverless web-based annotation tool, 
MedTator, to provide an intuitive and interactive user interface that focuses on the core annotation tasks. We 
summarized the lessons learned from designing, developing, and maintaining MedTator, which will be of value to the 
research community for future open-source tool development. 
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